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**RSA**

**Code**

#!/usr/bin/env python

import sys

import pickle

from PrimeGenerator import \*

from BitVector import \*

import numpy as np

from solve\_pRoot import \*

def keygeneration():

e\_val = 65537

e\_bitvec = BitVector(intVal = e\_val)

while True:

generator = PrimeGenerator(bits = 128, debug = 0)

p = generator.findPrime()

q = generator.findPrime()

p\_bitvec = BitVector(intVal = p,size = 128)

q\_bitvec = BitVector(intVal = q,size = 128)

##check if p and q satisfy three conditions, if not generate new p and q

if p\_bitvec[0] & p\_bitvec[1] & q\_bitvec[0] & q\_bitvec[1]:

if p != q:

if (int(BitVector(intVal = (p-1)).gcd(e\_bitvec)) == 1) & (int(BitVector(intVal = (q-1)).gcd(e\_bitvec)) == 1):

break

##calculte totient\_n and d

n = p \* q

totient\_n = (p - 1) \* (q - 1)

tn\_bitvec = BitVector(intVal = totient\_n)

d\_bitvec = e\_bitvec.multiplicative\_inverse(tn\_bitvec)

key = [e\_val, int(d\_bitvec), n, p, q]

return key

def encryption(inputfile, outfile, e,n,p,q):

bv = BitVector(filename = inputfile)

fptr = open(outfile,'w')

while(bv.more\_to\_read):

bitvec = bv.read\_bits\_from\_file(128)

while bitvec.length() < 128:

bitvec += BitVector(textstring = "\n")

bitvec.pad\_from\_left(128)

##Use CRT to calculate power % n

vp = pow(int(bitvec),e,p)

vq = pow(int(bitvec),e,q)

p\_bitvec = BitVector(intVal = p,size = 128)

q\_bitvec = BitVector(intVal = q,size = 128)

xp = q \* int(q\_bitvec.multiplicative\_inverse(p\_bitvec))

xq = p \* int(p\_bitvec.multiplicative\_inverse(q\_bitvec))

data = (vp \* xp + vq \*xq) % n

BitVector(intVal = data,size = 256).write\_to\_file(fptr)

##print(BitVector(intVal = data,size = 256).get\_bitvector\_in\_hex())

fptr.close()

def decryption(inputfile, outfile,d,n,p,q):

bv = BitVector(filename = inputfile)

fptr = open(outfile,'w')

while(bv.more\_to\_read):

bitvec = bv.read\_bits\_from\_file(256)

##Use CRT to calculate power % n

vp = pow(int(bitvec),d,p)

vq = pow(int(bitvec),d,q)

p\_bitvec = BitVector(intVal = p,size = 128)

q\_bitvec = BitVector(intVal = q,size = 128)

xp = q \* int(q\_bitvec.multiplicative\_inverse(p\_bitvec))

xq = p \* int(p\_bitvec.multiplicative\_inverse(q\_bitvec))

data = (vp \* xp + vq \*xq) % n

BitVector(intVal = data,size = 128).write\_to\_file(fptr)

##print(BitVector(intVal = data,size = 128).get\_bitvector\_in\_hex())

fptr.close()

if \_\_name\_\_ == '\_\_main\_\_':

if len(sys.argv) != 4:

print("Error: wrong number of arguments")

exit()

if sys.argv[1] == '-e':

key = keygeneration()

encryption(sys.argv[2],sys.argv[3],key[0],key[2],key[3],key[4])

fptr = open('key.txt','w')

pickle.dump(key,fptr)

fptr.close()

elif sys.argv[1] == '-d':

with open ('key.txt') as fptr:

key = pickle.load(fptr)

##print(key[1])

##print(key[3])

##print(key[4])

decryption(sys.argv[2],sys.argv[3],key[1],key[2],key[3],key[4])

**Result**

**Encrypted text in Hex**

4d9681c40459334e304ae7f86cb12eb0669d6f7def40186df2cea068b0dab2ac

a6c63ba6e9d740ad66587c2021270df7fedb05490795dcaac796a7339aad5966

29474a520e395066d590cbcf87d28c91dee1f9c380253b0c81aae18aeb6d81d9

942f5e13759d20e513948459a0387040c4654385e87ef8c0a22d17b9dbe43807

2b2893a7b03330b3002c73ba8d2de994431c0ebf214d00e3048e1b9c73eaebb8

5823d9686ddca47430b09769d97e558a4eb4a906b66b3ff5d1c69c79d7a7c99f

8065338625911aef69160529c220f578858343a2a4d53436d981f62371ea26b4

6928545134c03078c95f40a13ca46d3183bece82983ada9a3516b5f7ee563964

725626aad5b53a755ee5e96b3d48dace22a176fae5f59b989ac792cc23c92f3d

0fe87a3c5f25727df03880c08a46ccb6673525b827bcae2a3c1ee5056dd3d9d7

1cd907f02f1f056fe775c0146256b39c66c9c8072bde9262f1962f05dc1aac29

591006e3336e960cf69f9b42c94adb27ba6633d7f3d9e98931b6dd86df2ddd58

**Decrypted text in Hex**

4c69666527732062757420612077616c

6b696e6720736861646f772c20612070

6f6f7220706c61796572207468617420

73747275747320616e64206672657473

2068697320686f75722075706f6e2074

686520737461676520616e6420746865

6e206973206865617264206e6f206d6f

72652e20497420697320612074616c65

20746f6c6420627920616e206964696f

742c2066756c6c206f6620736f756e64

20616e6420667572792c207369676e69

6679696e67206e6f7468696e672e0d0a

**Decrypted text in ASCII**

Life's but a walking shadow, a poor player that struts and frets his hour upon the stage and then is heard no more. It is a tale told by an idiot, full of sound and fury, signifying nothing.

**D**

10492775928840364572810847938072758951945711672130007334941390549922630732033

**P**

291403807707174521434716511117408954141

**Q**

272372520758896986895845329717850829033

**RSA CRACK**

**Code**

#!/usr/bin/env python

import sys

import pickle

from PrimeGenerator import \*

from BitVector import \*

import numpy as np

from solve\_pRoot import \*

def keygeneration():

e\_val = 3

e\_bitvec = BitVector(intVal = e\_val)

while True:

generator = PrimeGenerator(bits = 128, debug = 0)

p = generator.findPrime()

q = generator.findPrime()

p\_bitvec = BitVector(intVal = p,size = 128)

q\_bitvec = BitVector(intVal = q,size = 128)

if p\_bitvec[0] & p\_bitvec[1] & q\_bitvec[0] & q\_bitvec[1]:

if p != q:

if (int(BitVector(intVal = (p-1)).gcd(e\_bitvec)) == 1) & (int(BitVector(intVal = (q-1)).gcd(e\_bitvec)) == 1):

break

n = p \* q

totient\_n = (p - 1) \* (q - 1)

tn\_bitvec = BitVector(intVal = totient\_n)

d\_bitvec = e\_bitvec.multiplicative\_inverse(tn\_bitvec)

key = [e\_val, int(d\_bitvec), n, p, q]

return key

def encryption(inputfile,e,n,p,q):

bv = BitVector(filename = inputfile)

output = BitVector(size = 0)

while(bv.more\_to\_read):

bitvec = bv.read\_bits\_from\_file(128)

while bitvec.length() < 128:

bitvec += BitVector(textstring = "\n")

bitvec.pad\_from\_left(128)

vp = pow(int(bitvec),e,p)

vq = pow(int(bitvec),e,q)

p\_bitvec = BitVector(intVal = p,size = 128)

q\_bitvec = BitVector(intVal = q,size = 128)

xp = q \* int(q\_bitvec.multiplicative\_inverse(p\_bitvec))

xq = p \* int(p\_bitvec.multiplicative\_inverse(q\_bitvec))

data = (vp \* xp + vq \*xq) % n

output += BitVector(intVal = data,size = 256)

return output

if \_\_name\_\_ == '\_\_main\_\_':

key1 = keygeneration()

key2 = keygeneration()

key3 = keygeneration()

file1 = encryption(sys.argv[1],key1[0],key1[2],key1[3],key1[4])

##print(file1.get\_bitvector\_in\_hex())

##print()

##print(key1[2])

##print()

file2 = encryption(sys.argv[1],key2[0],key2[2],key2[3],key2[4])

##print(file2.get\_bitvector\_in\_hex())

##print()

##print(key2[2])

##print()

file3 = encryption(sys.argv[1],key3[0],key3[2],key3[3],key3[4])

##print(file3.get\_bitvector\_in\_hex())

##print()

##print(key3[2])

##print()

N\_val = key1[2] \* key2[2] \* key3[2]

N1 = N\_val/key1[2]

N2 = N\_val/key2[2]

N3 = N\_val/key3[2]

N1\_MI = BitVector(intVal = N1).multiplicative\_inverse(BitVector(intVal = key1[2]))

N2\_MI = BitVector(intVal = N2).multiplicative\_inverse(BitVector(intVal = key2[2]))

N3\_MI = BitVector(intVal = N3).multiplicative\_inverse(BitVector(intVal = key3[2]))

fptr = open(sys.argv[2],'w')

for i in range(0,len(file1),256):

bitvec1 = file1[i+0:i+256]

bitvec2 = file2[i+0:i+256]

bitvec3 = file3[i+0:i+256]

M\_3 = (int(bitvec1) \* N1 \* int(N1\_MI) + int(bitvec2) \* N2 \* int(N2\_MI) + int(bitvec3) \* N3 \* int(N3\_MI)) % N\_val

M = solve\_pRoot(3,M\_3)

BitVector(intVal = M, size = 128).write\_to\_file(fptr)

##print(BitVector(intVal = M, size = 128).get\_bitvector\_in\_hex())

fptr.close()

**Result**

**Encrypted text 1**

9feba3629b932e37a0d0df69782022222858c1ada4ce84f2feeb8fddc8aad46d649cbaa9e28042a17e1e02c639ed5dcf9ee50e699169fb61fd0296eaca29fe2d7f6e5302438c91150ff5976030f8a5df7e2dd91704a7551836560ba2c3359e8e7984e859e0f9b211655c2a3e3e60b4cf5136d05e2228fd7102b1aa6292ae06a490e98e4b54f8e4b9fbd2825262e1d57b6ae64c386e99d696e5fd586006d88f601ae3d0007db20e28fc85f7bb619738706e1312f3f512d0db94056f8db28ea7e9d0cd14d76d36a2cfa8d6bb6368f217e676c1f57980b3f927a5e1641619346ae00ca8c52d9eb25135a3fd0484a8c165056f4604cc2f435795617a96dfc86fa47f52c33a552bfcc7a8a69a89c8d9113e139bca9ee6421953e97efde60435023f62ab2f6e4b957a275f688a4d0169b84a6f6da515f8c87cda8aefdf32948bf104052c676f9b1ca71035667069b4b3141208bf9a7252f0414cdca1a66bf1b1aa2538c90c493f02160136cde7e1937c56c96919d616e596349de1fd3f7759901ffff8

**n1**

101091715750483326187981027852750635293769679395912127556722558276491731908183

**Encrypted text 2**

0473875c0c8c36d92b851622db0b6c4fddb2c0469481e51edc950984c1ee67cdb4ee2d22059335fc20550c77f8a1d47ff3c933b40463d72170f9e19f454242422dbde1bae39259b6d06a7ea8c23c26830bd61e02846a119ce7aecf7dfacf61393b1bde8747f85e1288038e64097e5c3d6cb5417e8c2744f8525abe6e4062cf98b7aedd7b62aca74466cde88df92f28eb6bdb95004699530babf64964c00a274a9fa4c34a8e2b7e3223141a489f8e65a08cc95ae62974b36af0396a1152a3352a64ae18715708407321ba03e14748e5e8426835490dd914266449e191b7ac4efe6ed9acc1e52dfbe82e153c5c681afb68b339cee6b16c9ca6547e63e3758642f77d003799b4660a16685d2debbee4019709b8f9eeba82c39e155f40227ca8ad556922a0536aacce0ee8249f7d5f7c613f4b5d243f4199ea8b09ae54ac4ee346147c12670838267de1898e58b381cbc727e11a3ed4dcf6b0bec1be00ccc48b0f2408bd48afe324e3849a6d646d89754115e33e91cf65ceb33b15e3823d1a1ca5b2

**n2**

93994491382432519021472872928048141858057552326074843048549607440006449119951

**Encrypted text 3**

063eafb0413fed7721c8fa8634f3f458e780d5462f206820583bf769483180892fe3daba7a4ddc24510f82a0536fd423eaf9870c30bf793ceccad7c34ba2bbd6148f78bf19fcebe2f0c912c326cf9886f1d6de7f6f7dffde567db49955f19a8f63057dfe218cff4b2cb4d18d2c325656827a41b77a83b5d7f9a4562166bd61584654842d885185de8af358e611ac391f84b0761ace871eb8946730a20a95dd3c893fd409d878ffe79ab81eeea1c4fbcf6a4497bc6eba3a166de5f8f3a0973e3f25e3159e8c2378bf6208415768f176d2cf4f3c0d38e843f4d3675aff4afec10d760b167ebe73fd2f96a6b3e4ba1ae185a70c72a13abad3570a7816a19ae088252f5f9b58d6f82609305372353a56f92ddf93ba2cf88c69efbe78623f594ee05e55222de70530ed6c6077f4365e82d218f00cf842744fc12752dc8bdc1400013a089b3a676bd2d1031aab26ddf234e376e5b59698f390767eb78e6a08d34ea8f6a7a588060649eada6bbb34f8eac142094add29f5a3828eea959c7de2d7c18f45

**n3**

80876193365623001939077725994344763548795035931633503938265481608630262768019

**Cracked text in hex**

4c69666527732062757420612077616c

6b696e6720736861646f772c20612070

6f6f7220706c61796572207468617420

73747275747320616e64206672657473

2068697320686f75722075706f6e2074

686520737461676520616e6420746865

6e206973206865617264206e6f206d6f

72652e20497420697320612074616c65

20746f6c6420627920616e206964696f

742c2066756c6c206f6620736f756e64

20616e6420667572792c207369676e69

6679696e67206e6f7468696e672e0d0a

**Cracked text in ASCII**

Life's but a walking shadow, a poor player that struts and frets his hour upon the stage and then is heard no more. It is a tale told by an idiot, full of sound and fury, signifying nothing.